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1 Introduction

One of the most common reasons for blindness is diabetic retinopathy (DR) (Abrà-
moff et al. 2010). Visual loss can be prevented through early diagnosis, which is
done via annual screenings. The manual classification of the state of DR is very time
consuming for clinicians, so automated analysis and classification of these screening
images can lead to early detection of DR with reliable results even in clinics without
experts.

In recent years deep learning has become a popular tool for image recognition tasks
not only in online challenges such as the imagenet challenge Russakovsky et al. 2015
but also in medical imaging. The problem, which is described in the first paragraph,
has been investigated in a challenge on the data science competition website Kaggle
in 2015 Kaggle, 2018. The results suggest that convolutional neural networks are the
best tool to classify images into the different states of DR with results that could
lead to automated classification tools in the future. The underlying dataset consists
of 35124 images of the eye which are labelled into five classes stating the DR. One
problem in medical imaging is that datasets are usually much smaller because of
privacy and legal issues (Razzak et al. 2018). So one remaining question is if deep
learning and in this case a convolutional neural network is still a good predictor on
much smaller datasets.

In image recognition tasks the approach is widely used to pre-train a neural net-
work using a really big dataset and retrain this network with the a much smaller
dataset describing the underlying problem (Tajbakhsh et al. 2016). In this thesis
a convolutional neural network called inception v3, which is pre-trained with the
images of the imagenet database (Deng et al. 2009), is downloaded and retrained
with the diabetic retinopathy dataset (see Chapter 3) originally used in a Kaggle
challenge in 2015 (Kaggle, 2018). First a benchmark performance of the model is
evaluated using all available images after splitting the dataset into training and test
data. Afterwards the number of training images is decreased step by step.

The benchmark performance with an accuracy of 72.85% and a Cohen’s kappa score
of 0.34 is comparable to results in related papers, e.g. Butterworth et al. (2016).
When the size of the training dataset is successively decreased the performance on
the test data stays stable at first and decreases when approximately less than 10000
images are used. A possible threshold for the number of images that should at
least be used to train the neural network is 9000 images. The requirements for this
threshold are that the Cohen’s kappa score is used as the performance measure and
that at least 90% of the maximum Cohen’s kappa score should be reached.
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Problems occur because the dataset is really unbalanced with class 0 consisting of
around 73% of the images. Also, computational resources limit this study, because a
lot of different dataset sizes are used, some in combination with cross validation and
bootstrapping, which extends the training time greatly. So other techniques such as
oversampling using offline data augmentation cannot be used, because the greater
dataset size would lead to increasing computational time. Nonetheless, this study
shows that it is possible to train neural networks with a limited number of medical
images.

Content and Structure

In the next chapter an overview over medical imaging and diabetic retinopathy will
be given. Also related work is reviewed. In chapter three the dataset will be intro-
duced and the problem is defined. The theory behind convolutional neural networks,
including architecture, optimization, regularization and training is described in chap-
ter four. In chapter five all settings that are used to train the neural networks are
defined. The results will be presented in chapter six. In the last chapter a summary
of this thesis, including a discussion of the results and an outlook on future work
will be presented.
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2 Medical Imaging

Medical Imaging implicates different techniques and applications such as computed
tomography, magnetic resonance, positron emission tomography, mammography, ul-
trasound, X-ray, etc. (Shen et al. 2017). The analysis and interpretation of such
images are mainly done by human experts. Rapid growth of databases with med-
ical images and advances in computational resources in recent years is leading to
researchers seeing automated analysis of medical images as an interesting research
field (J.-G. Lee et al. 2017). Promising fields in medical image analysis are segmen-
tation and registration of e.g. lungs, tumours, cells and membranes. In Litjens et
al. (2017) the number of published papers in medical image analysis is described as
exponentially growing.

Several other papers such as J.-G. Lee et al. (2017), Lakhani et al. (2018), Suzuki
(2017), Razzak et al. (2018) and Jiang et al. (2010) try to give an overview over
the field of deep learning in medical image analysis with practical applications . In
Razzak et al. (2018) the authors provide numbers that the investment only in the
medical image analysis market is expected to be 2021 as high as the investment
in the whole analysis market in 2016 not limited to imaging. They also say, that
“most researchers believe that within the next 15 years, deep learning based applica-
tions will take over human in performing diagnosis, predicting diseases, prescribing
medicine and guiding in treatment” (Razzak et al. 2018). The biggest challenges in
this sector will be privacy and legal issues because this can result in small datasets.
Also deep learning is a black box which is not so easy to understand for researchers
and doctors new to the field.

Most of the research in medical imaging is done with 2-dimensional data as this is the
natural application where most research is done for image recognition applications.
New research paper such as Kayalibay et al. (2017) or Roth et al. (2018) describe the
application of three dimensional kernels to use the full information of 3-dimensional
medical images.

Diabetic Retinopathy

Diabetic retinopathy (DR) is a leading cause of blindness, especially in the population
of working-age adults (Hartnett et al. 2017) and the second most common cause
of blindness (Abràmoff et al. 2010). It is defined as an complication of diabetes
mellitus (DM). Blood vessels leak blood onto the retina, which leads to vision loss
and blindness (Noronha et al. 2012). This can be caused by long term diabetes. In
2010 the number of people with DR worldwide was 126.6 million and is expected
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to grow to 191.0 million in 2030 according to Zheng et al. (2012). Through annual
screenings and early diagnosis, visual loss and blindness can be prevented (Abràmoff
et al. 2010). For annual screenings fundus imaging is commonly used. This is
defined through a process where 2-D presentations of the 3-D tissues of the retina
are projected onto the imaging plane (Abràmoff et al. 2010). According to Abràmoff
et al. (2010) there are multiple modalities and techniques in fundus imaging. In this
thesis colour fundus images are used where “the intensities represent the amount
of reflected red, green and blue (RGB) wavebands” (Abràmoff et al. 2010). This
technique is used because performing the acquisition of colour fundus images is cheap,
non-invasive and easy (Noronha et al. 2012).

Related Work

For medical image analysis and particularly the analysis of colour fundus images
many different statistical techniques exist. In recent years neural networks are the
most popular technique and main focus of this work. Papers containing neural
network as the prediction technique differ in how to measure the goodness of fit and
usage of neural networks. In the next part an overview over different approaches and
the most important papers is given.

In the mid 1990s, Gardner et al. (1996) tried to recognize vessels, exudates, haem-
orrhages using neural networks with just 180 images. Since then the number of
publications on automated diagnosis of diabetic retinopathy using neural networks
has exploded, particularly in the last two to three years. This can be explained e.g.
through more publicly available data. Data from the Kaggle challenge from 2015 (see
Chapter 3) and the Messidor dataset with 1200 images in four classes (Decencière et
al. 2014) are often used.

Different approaches of training a neural network are used. A network can be trained
from scratch (also called full training) or using pre-trained weights from a network
trained on a different dataset (see also Chapter 4 or e.g. in Tajbakhsh et al. (2016)).
In the latter paper the case is made that fine tuning should be used especially with
smaller datasets. Still in many papers like Pratt et al. (2016), Wang et al. (2017)
and Gulshan et al. (2016) full training is used. Interesting in these papers is the
approach of full training, which is split into multiple stages starting with less data
to pre-train weights and increasing datasets afterwards to adapt and tune weights.
These approaches could be seen as a combination of full training and fine tuning.

In all papers a differentiation has to be made between classification of two or either
four or five classes. In papers with 2 classes results are often published using the
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Area under the ROC-curve (AUC) (Fawcett, 2006) as the performance measure
and the results range from 0.94 (Ting et al. 2017), 0.97 in Gargeya et al. (2017),
0.95 in Quellec et al. (2017) to 0.99 (Gulshan et al. 2016). Here the problem
of reproducibility has to be mentioned. In Voets et al. (2018) the authors try to
reproduce the results of Gulshan et al. (2016) using slightly different data for training
and fail to reach the same AUC.

As the main leading question of this thesis is how much a dataset can be reduced
while reaching almost the same performance, paper using Fine Tuning are of main
interest. In Lam et al. (2018) the Kaggle dataset is used in combination with the
Messidor dataset. As both differ in the number of classes, in the Kaggle dataset the
classes with severe and proliferative diabetic retinopathy are merged (see Chapter
3). The Transfer Learning approach is also called a fixed feature extractor which
means that only the last layer is trained and all other weights are fixed (see Chapter
4). The Accuracy reached on two classes is around 75%, on three classes 70% and on
four classes around 55%. In Alban et al. (2016) the Accuracy reached is only 42%.
In the paper of Butterworth et al. (2016) an Accuracy of 76% is reported. Here Fine
Tuning is approached using pretrained weights, but retraining all the weights.

Originally the dataset which is introduced in the next chapter has been used in a
Kaggle challenge (Kaggle, 2018). After the challenge was finished, the winner and
the runner up team published competition reports. The winner (Graham, 2015)
used rather simple data preprocessing and data augmentation methods. The main
work and complexity is in form of an ensemble of three neural networks and average
the predicted probabilities to get a final probability distribution. Afterwards the
probability distribution of the other eye and some more variables are used to train
a random forest for the final predictions of each test image. The runner up team
published the competition report on github (Antony et al. 2015). Interesting facts
are that the convolutional neural networks is trained in three steps using smaller
images to pre-train weights and retrain with larger images. Also the problem is
treated as a regression problem using the mean squared error as loss function and
classifying images using the thresholds 0.5, 1.5, 2.5 and 3.5. Other reports of the
challenge can be found e.g. in Xu et al. (2015).

9



3 Data and Problem

Data

In the chapter above it is already discussed, that a lot of papers use the Kaggle or the
Messidor dataset. In this thesis images from the “Diabetic Retinopathy Detection”
challenge by the open internet data science website Kaggle (Kaggle, 2018, website)
are used. For this challenge the dataset has been provided by a free platform for
retinopathy screening called EyePACS (EYEPACS, 2018, website). These images
are taken under a wide variety of imaging conditions so that images vary in size and
brightness. Also, there are always pairs of images for left and right eye.

The images are labelled into 5 classes which describe the state of diabetic retinopathy:

• 0 - No DR

• 1 - Mild

• 2 - Moderate

• 3 - Severe

• 4 - Proliferative DR

In many papers like Pratt et al. (2016), Wang et al. (2017), Voets et al. (2018)
and Quellec et al. (2017) over 88000 images are used. In these papers the dataset is
an assemble of training and test data. In this work only the training dataset of the
challenge is available which contains 35124 images. One property of this dataset is
the imbalance through the classes. As shown in Figure 1 class 0 consists of rounded
73.5% of the data.

Table 1: Counting the number of images per class.

Class Data Percentage
0 25808 73.48
1 2443 6.96
2 5292 15.07
3 873 2.49
4 708 2.02

In Figure 1 one example colour fundus image per class is displayed. It is noticeable
that images differ in size and brightness.
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Figure 1: Example of colour fundus images from the Kaggle dataset; one image
per class

(a) Class: 0 (b) Class: 1 (c) Class: 2

(d) Class: 3 (e) Class: 4

Problem

The first step of analysing data is to define the problem. Here the data consists
of images which will be used as the variables and the state of DR as the response
variable. The state of DR is labelled in five classes (see Chapter 3). So the response
variable is discrete which leads to a classification problem. The idea behind clas-
sification is to find discriminant functions of hyperplanes that separate the input
variables into different classes. Different approaches can be used such as logistic
regression, K-nearest neighbors and linear discriminant analysis (Aggarwal, 2018, p.
127). Newer and more complex models are generalized additive models, trees, ran-
dom forests, boosting and support vector machines (Aggarwal, 2018, p. 127). For
image classification the most computer-intensive, but in recent years most successful
method is convolutional neural networks. In this thesis neural networks are used to
classify images into the five different classes.

As stated above the labels for the state of DR are discrete. In Chapter 3 the classes
are explained as going from no DR (Diabetic Retinopathy) to proliferative DR. This
means that the classes are ordered. In Fahrmeir et al. (2013) methods like cumulative
or sequential models are described to deal with ordinal data. With neural networks
ordinal data are usually tackled either as a classification problem where the ordering
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is not considered or as a regression problem where the distance between classes is not
known and it is assumed that labels are real valued. Other ideas exist to deal with
ordinal response data for neural networks. Cheng et al. (2008) implemented the so
called “NNRank” using a binary cross-entropy or squared error. In Niu et al. (2016)
an ordinal regression problem with m ranks/classes is transformed to m− 1 binary
classifier. For each of the m − 1 binary classifiers it is predicted if the true label is
larger than one of the m−1 ranks. In Y. Liu et al. (2018) an algorithm is introduced
where the loss function is calculated through a composition of the softmax function
and a multinomial logistic regression loss. This function is constrained so that the
mapped values should be equal or larger than the true label k. In Beckham et al.
(2017) an unimodal distribution like the poisson or binomial distribution is stacked
on the softmax output so that the distribution over the predicted classes supports
classes close to the true label.

A different approach is used in Torre et al. (2018). Here the weighted kappa score
is transformed into a loss function. Often the weighted kappa score is used as an
accuracy measure to determine the fit of the predicted and the true labels, e.g. in
the Kaggle challenge for diabetic retinopathy. In the loss function the discrepancy
between predicted and true values is constrained so that it is not of the same weight
to the loss function if the difference between predicted and true value is e.g. one or
two classes.

Another characteristic of the dataset is the imbalance which has already been dis-
played in Table 4. There are basically three approaches to tackle this problem.
Oversampling is an approach where different techniques are used to increase the
available data in smaller classes. Undersampling uses different methods to decrease
the number of available data in the larger classes. Finally, the loss function can
be weighted to give classes with a smaller number of data more weight in the loss
function output. Details are revealed in Chapter 5.

Automated medical image analysis could lead to great improvements in treatments
of patients and research (see Chapter 2) and the current most promising method
is deep learning. Deep Learning algorithms work the best when the data sets are
really big such as the imagenet database (Deng et al. 2009) for the imagenet image
recognition challenge (Russakovsky et al. 2015). Despite growing datasets in the
context of medicine the datasets are still rather small but the actual questions are
complex. So the main question that is investigated in this thesis is, if neural networks
are able to maintain good performance on smaller datasets or if other techniques can
deliver better results? So the main goal of this thesis is to reduce the size of the
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training data and observe how this influences the results on the test data.

The diabetic retinopathy datasets is a large image dataset. This has two good
properties for the above described problem. The first property is that the dataset
is large, so it is possible to find a reliable benchmark score. The second property
is that the dataset consists of images. Convolutional neural networks is maybe the
field in deep learning where most research is done, so the data falls into a field where
the research is not in the very beginnings of research but already deliver applicable
methods. The above described problems of imbalance and ordinal regression are also
good representations of many medical datasets.
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4 Neural Networks

Neural networks are considered as a part of Artificial Intelligence. They are designed
as an attempt to simulate the human nervous system, where neurons are connected
regions called synapses (Aggarwal, 2018). In statistics, neural networks are used as
classification or regression problem solving models. They are known as state-of-the
art techniques, particularly in image recognition. The most widely known image
classification online challenge is the imagenet challenge (Russakovsky et al. 2015).
In this challenge over 14 Mio images from the imagenet database (Deng et al. 2009)
have to be classified in 1000 classes. Since 2012 neural networks deliver the best
performance in these challenges, even surpassing the human ability to classify these
images (Aggarwal, 2018, p. 316). In this chapter especially convolutional neural
networks are introduced.

Introduction and Basics

The goal of supervised learning in general and in deep learning is to approximate a
function f ∗ that is used to predict an outcome y using an input x (see e.g. Breiman
et al. (2001)). In the case of analysing colour fundus images the images x are used
to predict the state of DR y.

Neural Networks contain three different types of layer: input layer, hidden layers and
output layer. The input layer takes the input x and distributes it to the hidden layer.
The hidden layers process the input through different layers, which can be viewed as
the process of learning (O’Shea et al. 2015). The output layer computes a value which
should be close or equal to the true value y. The output value can be of different
types depending on the statistical problem. Afterwards the difference between the
predicted and the true value is calculated using the loss function. Depending on the
loss the weights of the layers in the network are adjusted (Goodfellow et al. 2016).

Convolutional Neural Networks

Convolutional neural networks led to major improvements in image recognition tasks,
especially between 2011 and 2015 as the top-5 error-rate decreased from over 25%
to around 4% (Aggarwal, 2018) in the imagenet challenge (Deng et al. 2009). New
architectures as Inception V3 (Szegedy, W. Liu, et al. 2015) and ResNet (He et al.
2016) reach the highest classification accuracies. The idea of convolutional neural
networks is based on the visual cortex of a cat. In this visual cortex different objects
are causing different regions of cells to be excited or in other words cells are going
to be activated based on the shape and orientation of objects. Through a layered
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connection of the cells the idea of layers providing different portions of images at dif-
ferent layers is assigned from the cats visual cortex to convolutional neural networks.
This idea evolved through the years and led to concepts like weight sharing.

In recent years the main change that led to improved results is that more layers and
so deeper architectures are used. This is possible because computational power has
improved and different techniques are used to regularize and optimize memory and
speed requirements through the training process of a neural network (see Chapter
4).

There are a few characteristics of convolutional neural networks such as convolutional
layers, the ReLu activation function and pooling layers that differentiate convolu-
tional neural networks from other types of neural networks. Convolutional layers add
a specialised handling of grid like data to neural networks which helps in analysing
images or time series data. Fully connected layer and linear classifier are introduced
as well, but are not typical for convolutional neural networks because they are used
in other neural networks as well.

Convolution

In its basic form convolution means that many inputs are provided and transformed
into one output via two functions. Mathematically there is a function s providing a
smoothed estimate of the input x at time point t:

s(t) = (x ∗ w)(t)

(Goodfellow et al. 2016). Here x is the input data and w is the so called kernel. The
dimension of the input space to a convolutional layer can be defined as nq × nq × dq
for the q-th layer. The kernel, also called filter, in the q-th layer always has the same
depth dq as the input space. The width and height of the input space are usually
the same, so that the input space, also called spatial input field, is a square. This
is also common for the kernel where the dimension can be defined as Fq × Fq × dq
(Aggarwal, 2018). Common values for F are three or five. In the inception network
a kernel size of one is also used (see Chapter 4). The kernel is applied to every
possible position of the input space. So the number of possible positions defines the
width and height of the output space which is the next hidden layer. The width and
height of the next layer are defined by

nq+1 = nq − Fq + 1. (1)
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This is the case only when the filter does not stick out at the borders. The depth
of the next hidden layer is a manually defined parameter which is defined in the
architecture of the network. In other words, one can decide how many filters are
applied to the input space and the filter are independent sets of parameters (Aggar-
wal, 2018). One obvious result of the convolution operation is that the width and
height of the next hidden layer are dependent on the number of possible positions of
the filter which means that the dimension of the next layer depends mainly on the
dimension of the filter. There are two possible parameters that can be set to change
the dimension of the next hidden layer. These are stride and padding.

Stride is defined as the jump of the kernel from the current to the next pixel centre.
This means that the location of the kernel centre changes by S in both dimensions
for an image (Aggarwal, 2018). The higher the stride is the smaller the resulting
feature map will be. In Figure 2 a convolution operation is shown with a 3×3 kernel
and a stride of 2. The convolution operation would usually result in a feature map
of dimension 3 × 3. The effect of a stride of 2 not 1 is that the dimension of the
feature map is reduced to 2× 2.

Figure 2: Example of a convolution operation using a 3x3 kernel and a stride of 2
with. The numbers are randomly selected. The kernel centres are coloured to the
depending feature map output.

1 0 1 1 1

0 1 0 1 0

1 0 0 0 1

1 1 0 1 1

1 0 1 1 1

1 1 1

1 0 1

1 1 1

3 4

4 5

input space

kernel
feature map

Padding is used when it is not beneficial to reduce the dimension of the feature map
because this means a loss of information along the borders of the input space. To
increase the dimension of the feature map pixels are added around the input space.
Under the assumption that the dimension of the input space and the next hidden
layer should be the same, the number of pixels that are added around the input
space is defined by (Fq−1)/2 (Aggarwal, 2018). This increases the width and height
by Fq − 1 and is exactly the loss of dimension due to the convolution operation (see
Formula 1). The values of the pixels is 0 which is called zero padding. In Figure 3
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Figure 3: Example of a convolution operation using a 3x3 kernel with padding zero
padding and a stride of 1. The numbers are the same is in Figure 2.

0 0 0 0 0 0 0
0 1 0 1 1 1 0
0 0 1 0 1 0 0
0 1 0 0 0 1 0
0 1 1 0 1 1 0
0 1 0 1 1 1 0
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1 1 1
1 0 1
1 1 1

1 3 3 3 2
3 3 4 4 4
3 4 4 4 3
3 4 4 5 4
2 4 3 4 3

input space

kernel

feature map

the dimension of the feature map increases to 5 × 5 if zero padding and a stride of
1 is used compared to Figure 2.

The benefits of the convolution operation are tripartite: sparse interactions, param-
eter sharing and equivariant representations (Goodfellow et al. 2016). In traditional
networks every input neuron is connected to every output neuron (see Chapter 4).
Using a kernel for convolution reduces the number of weights to the kernel size. This
also results in parameter sharing. As above mentioned traditionally every input neu-
ron is connected to every output neuron. This means that each weight is only used
for one connection. The convolution operation uses every kernel location on every
input location except for boundary cases and a stride higher than one. So instead of
using weights for every connection between input and output, the number of weights
is limited to the size of the kernel. This reduces the storage requirements heavily.
The last benefit is equivariance to translation. Equivariance means that the output
changes in the same way as the input. In Goodfellow et al. (2016, p. 334) this
property is defined as follows:

A function f(x) is equivariance to a function g if
f(g(x)) = g(f(x)).

Activation

Activation functions decide on whether a neuron will be activated, which means that
the output of the activation function states whether the output of the neuron gives
relevant information. An activation function is non-linear, monotonically increasing
and bounded. Typical activation functions are the sigmoid function, the hyperbolic
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tangent and the ReLU (Rectified Linear Unit) function. In most applications the
ReLU function is used which is defined as

φ(ν) = max{ν, 0}

(Aggarwal, 2018). The ReLU function converts negative values to zero. This means
that not all neurons are activated which results in efficient and easy computation.
Also the gradients can be zero, so that the weights are not updated. Downside of
this is that this sometimes leads to dead neurons, meaning that these weights are
never updated.

Pooling

Another typical part of convolutional networks are pooling layers. The pooling
function summarises a neighbourhood of the dimension n × n into one value. It
is supposed to make outputs invariant to translations in the input space, so that
smaller changes in the input space do not change the output (Goodfellow et al.
2016). The goal is also to cancel out less crucial information. For that a filter with
n× n dimension is defined and a stride similar to the stride used in the convolution
operation. Possible pooling methods are maximum, average and global pooling.
Max-pooling is used most of the times and takes the maximum value of a n × n

region. Pooling is commonly used with a stride larger than 1 so that the dimension
of each activation map is reduced. Max-pooling is defined by

aj = max
N×N

(an×ni µ(n, n)),

where ai are the pixel values and µ(n, n) defines the window function with the di-
mension n × n (Scherer et al. 2010). Global pooling means that the pooling filter
has the same size as the input layer. If average pooling is used the average of the
defined neighbourhood space is taken (Aggarwal, 2018).

Fully Connected

A fully connected layer is functioning in the same way as a feed-forward neural
networks. In fully connected layers all neurons are connected to the neurons in the
previous layer. In convolutional neural networks this is used after the last spatial
layer. This is of advantage, especially at the end of convolutional networks because
there is much more power in the computations. The problem is that fully connected
layers need a lot parameters. E.g. if there are 4096 hidden units in two successive
fully connected layers, then there are 16777216 million weights between these two
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layers (Aggarwal, 2018).

Linear Classifier

The linear classifier is the last layer of a neural network and so the output layer of the
network. It computes the output values for each class in the case of a classification
problem. The softmax activation function is the most common used function in
multinomial logistic regression or classification problems because it can be seen as a
generalization of the sigmoid function which is used for binary variables (Goodfellow
et al. 2016). The softmax function is defined through

softmax(z)i = exp(zi)∑
j exp(zj)

.

The value z is the logarithmic probability that y = i given the input x:

zi = logP (y = i|x).

This can be written to be consistent with the form of a neural network:

z = W>h+ b,

whereW are the weights of the last hidden layer with the neurons h and b is the bias
of this layer (Goodfellow et al. 2016, p. 181). In all cases i, j = 1, . . . , n and n defines
the number of classes. So the softmax layer is exponentiating and normalizing the
output of the last layer.
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Architecture / Inception V3

From basic feed-forward neural networks to recurrent neural networks - network
architectures are manifold and have changed and improved over the years. In im-
age analysis convolutional neural networks are proven to be better suited. In the
imagenet challenge (Russakovsky et al. 2015) new architectures are developed to
improve prediction accuracy of image classification. In 2012 the so called “alexnet”
won the competition with a top-5 error of 16%. In 2017 the best result is at 2.3%.
The most famous and known architectures are VGG (Simonyan et al. 2014), Resnet
(He et al. 2016) and Inception models (Szegedy, W. Liu, et al. 2015) delivering
results of 23.7%, 19.38% and 17.3% top-1 error. So the current top-1 error is almost
as good as the top-5 error from 2012 which shows the fast improvement in the field
of deep learning and image recognition.

Inception Layers

One evolution has been to just stack more and more of convolutional layers with
different kernel sizes. This has two disadvantages: It is prone to overfitting and
computationally expensive. From images the parts with valuable information differ
also in size and position. So the choice of the right kernel size in convolutional
layers is important to find different valuable information either on a global or a local
level. The inception network has been introduced in Szegedy, W. Liu, et al. (2015)
and revised in Szegedy, Vanhoucke, et al. (2016). An essential part of the network
architecture is the inception layer which tries to tackle the problem of just deepening
networks and finding different patterns in images.

The idea of the inception layer is to compute multiple convolution operations with
kernel sizes 1×1, 3×3 and 5×5 in parallel and concatenate them afterwards (Szegedy,
W. Liu, et al. 2015). As 1 × 1 convolution operations are computationally much
cheaper because of less parameter, these computations are performed additionally
before the 3 × 3 and 5 × 5 layers. Parallel to these operations a max-pooling layer
following a 1× 1 convolution is performed.

In Szegedy, Vanhoucke, et al. (2016) the inception layers are further revised. The 5×
5 convolution is replaced by two 3×3 convolutions (see Figure 4). The reason is that
the operation of one 5× 5 convolution compared to one 3× 3 convolution is 25/9 =
2.78 computationally more expensive. The disadvantage is that less activation signals
that are further away from each other are captured. In multiple experiments the
authors state that this change in the architecture brought improvements in terms of
validation accuracy.
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Figure 4: Inception layer where 5×5 convolution is replaced by two 3×3 convolu-
tions. Abstracted from Szegedy, Vanhoucke, et al. (2016)

Because a reduction of the dimension of the kernel sizes is suggested above, the
question is if further reducing the dimension leads to even more improvements. The
authors of Szegedy, Vanhoucke, et al. 2016 found out that a change from n × n

convolutions to asymmetric 1× n and an n× 1 convolution (see Figure 5) is leading
to the same spatial fields. For n = 3 the savings in terms of computational resources
is 33%. In practice this works best on medium grid-sizes. Best results are achieved
with n = 7.

A variation of this can be found in Figure 6. Here one 3 × 3 convolution stays and
the other ones are replaced by 1×3 and 3×1 convolutions which are used in parallel
and not successively as in Figure 5. This results in three different inception layers
in Figures 4, 5 and 6.

Computational Graph

Although the inception architecture tries to avoid going just deeper using the in-
ception layers it is still a very deep network prone to overfitting and the vanishing
gradient problem (see Chapter 4). In the inception network two auxiliary classi-
fiers are used with softmax outputs and an auxiliary loss is computed over these.
In theory, this should regularize the vanishing gradient problem and help in stable
learning and better convergence (Szegedy, Vanhoucke, et al. 2016). But Szegedy,
Vanhoucke, et al. (2016) found that auxiliary classifiers mostly help in convergence
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Figure 5: Inception layer where 3×3 convolutions are replaced with 1×n and n× 1
convolutions. Abstracted from Szegedy, Vanhoucke, et al. (2016)

Figure 6: Inception layer where 3×3 as well as 1 × 3 and 3 × 1 convolutions are
used. Abstracted from Szegedy, Vanhoucke, et al. (2016)
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at the end of training and do not change the weights in the beginning. The total loss
is a weighted sum of the real loss at the end and the auxiliary losses weighted with
the factor 0.3. In version three of the inception network only one auxiliary classifier
is included. This layer is placed after the 7th Inception layer.

The inception v3 networks architecture is displayed in Table 2.

Table 2: The architecture of the inception v3 network, extracted from Szegedy,
Vanhoucke, et al. (2016).

type patch size / stride input size
conv 3×3 / 2 299×299×3
conv 3 ×3 / 1 149 × 149 × 32
conv padded 3 × 3 / 1 147 × 147 × 32
pool 3 × 3 / 2 147 × 147 × 64
conv 3 × 3 / 1 73 × 73 × 64
conv 3 × 3 / 2 71 × 71 × 80
conv 3 × 3 / 1 35 × 35 × 192
3 × Inception As in Figure 4 35 × 35 × 288
5 × Inception As in Figure 5 17 × 17 × 768
2 × Inception As in Figure 6 8 × 8 × 1280
pool 8 × 8 8 × 8 × 2048
linear logits 1 × 1 × 2048
softmax classifier 1 × 1 × 1000
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Training

Training a neural network consists of two parts: Forward- and back-propagation.
In the forward-propagation part the inputs are fed through the network and the
output is calculated. Afterwards a loss function is applied to find the difference
between predicted and true values. This loss function differs amongst applications,
e.g. between classification and regression problems. In the back-propagation process
the partial derivatives are calculated in each layer. Through stochastic gradient
descent (Chapter 4) the weights and biases are updated.

The weights are the connections between the nodes of the layer. These can either be
the weights or the value of kernels as for the convolution operation or the weights
of the fully connected layer. In all cases it is possible to add a bias term to a layer.
This bias has the same influence as in the linear regression. The bias is shifting the
function across the weights by a given value. This value is also optimized in the
training process.

Stochastic Gradient Descent

Stochastic gradient descent (SGD) is the most used optimization algorithm in ma-
chine and deep learning. It is based on the concept of gradient descent: The aim of
training a neural network is to minimize the loss function, the aggregated difference
between predicted and true values. The derivative of a function f(x) gives the slope
of f(x) at the point x and shows the direction and angle of the steepest ascent. To
make small improvements in y this is helpful to decide on how to change x. Reducing
f(x) works through moving x in the direction of the derivative using the opposite
sign to go in the direction of descent and not ascent (Goodfellow et al. 2016, p.
80-81). In the case of deep learning x are the weights and y is the output of the loss
function.

The difference between gradient descent and stochastic gradient descent is that in in
the latter only mini-batches and not the full dataset is used. Mini-batches are subsets
of the full training data. As defined in Formula (2) the weights are updated using the
gradient of the loss function. This gradient is an expectation and can be estimated
by mini-batches (Goodfellow et al. 2016, p. 149). This reduces computation time
heavily.

An important parameter in stochastic gradient descent is the learning rate. The
learning rate specifies the step size defining how long a jump into the direction of
the steepest descent is made. The main purpose of stochastic gradient descent is to
adapt the weights of a network, which is defined through the following formula:
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wi+1 = wi − α
δL(y, f(x))

δw
, (2)

where wi are the weights in epoch i, α is the learning rate and L(·, ·) is the loss
function.

Back-propagation

Back-propagation has been introduced in 1986 by Rumelhart et al. (1986). Weights
and biases explain the contribution of each pixel to the loss function respectively
the predicted values. In order to minimize the loss function and so to maximize the
accuracy of the neural network weights and biases have to be changed. In the back-
propagation process the error contribution of each weight is calculated. Important
here is to differentiate that the back-propagation process describes the method of
computing the gradients and not the weight update, for which e.g. stochastic gradient
descent is used (Goodfellow et al. 2016, p. 200). The difficulty is that the neural
network consists of many different layers with a lot of different weights. For all
layers the derivatives or the contribution of the weights is changing. To compute the
gradients for the weights in different layers, dynamic programming is used, which
is the chain rule of differential calculus (see e.g. Goodfellow et al. 2016, p. 201).
With the chain rule derivatives of the composition of multiple functions, where the
derivative is known, are computed. In the univariate approach of the chain rule
the derivative of a function is not computed with respect to a recursively derived
argument but with respect to its immediate argument. With this technique the
derivatives of all layers can be computed directly to its immediate argument. The
gradient of the loss function with respect to the weights that should be updated
is the product of the local gradients along the so called computational graph (see
Goodfellow et al. (2016, p. 201)). An example is also given in Goodfellow et al.
(2016, p. 201). If two functions y = g(x) and z = f(g(x)) = f(y) are given, then
the chain rule results in

dz

dx
= dz

dy

dy

dx
.

Here the derivatives dz
dy

and dy
dx

are derived to its immediate argument. The com-
position of these both derivatives results in the derivative of the function z to the
weights x that are needed. This can also be written in a vectorised notation:

∇xz =
(
δy

δx

)>
∇yz
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(Goodfellow et al. 2016).

Loss Function (Objective Function)

The loss function measures the distance between predicted and true values. In re-
gression problems a typical loss function is the Mean Squared Error (MSE) or L2
loss. The MSE is defined as

L(y, ŷ) = 1
n

n∑
i=1

(yi − ŷ)2

where y is the true value and ŷ is the predicted value (James et al. 2013, p. 29).
This calculates the average of the squared distances.

For classification Cross-Entropy loss is mostly used and defined as:

L(yi, ŷi) = −
M∑
c=1

yi,clog(fk(pI , c))

where yi,c defines if the class label c is correct for the i-th observation, pi,c is the
predicted probability for class c of the i-th observation and M is the number of
classes (James et al. 2013).
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Optimization and Regularization

Training neural networks is a complex process in which multiple issues can arise
(Aggarwal, 2018):

• Overfitting

• Vanishing and Exploding Gradients

• Convergence difficulties

• Local Optima

Overfitting is the most common problem and arises in almost any machine learning
problem. While the model error rate is decreasing for the training data, it can be
the case that the error rate on the unseen test data is already increasing again. This
behaviour can be seen in Figure 7. This means that the model cannot be generalized
to unseen data. The model then learns patterns in the training data that do not
generalize to the test data and are specific for the training data.

Vanishing and exploding gradients mean that in earlier layers the gradients can be
really small or really high. In the case of vanishing gradients this can prevent the
weights from changing at all. If the gradients explode the opposite is the case and

Figure 7: Example for training and test error rates in the case of overfitting. Val-
ues are self created.
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the weight update is really high. In both cases, this means that the neural network
is unstable. This is slowing down the training process and convergence issues can
arise. This occurs especially in very deep neural networks with many layers and is
caused by the chain-rule product computation (see Chapter 4).

Difficulties in convergence means that the loss function or accuracy does not convert
to the best results.

Convergence means also that the goal is to reach a global optimum and not a local
one. In more complex functions a higher amount of local optima exists which leads
to a higher probability to get stuck in these. As neural networks tend to be very
complex a challenge is to avoid local minima and find the global minimum.

Following are some principles and methods presented which help to overcome these
issues.

Batch Normalization

As mentioned earlier mini-batches of the training data are used in forward- and back-
propagation to optimize the weights of a network. Batch Normalization, introduced
in Ioffe et al. (2015), is applied as a layer that is included in the network architecture.
In this layer the input is normalized so that the mini-batch has a fixed mean and a
fixed variance in every training instance. Usually batch normalization is used either
just after an activation function (post-activation values) or just before the activation
function (pre-activation function) (Aggarwal, 2018). The batch normalization is
done with following formulas (Ioffe et al. 2015):

µB = 1
m

∑
i=1

mxi (mini-batch mean)

σ2
B = 1

m

m∑
i=1

(xi − µB)2 (mini-batch variance)

x̂i = xi − µB√
σB + ε

(normalize)

yi = γx̂i + β = BNγ,β(xi) (scale and shift),

where x is the input of a mini-batch B = {x1...m}, m is the size of the mini-batch and
γ, β are the parameters that are learned. The constant ε is added to reach numerical
stability.

Batch normalization is especially known to be helpful for vanishing and exploding
gradients. The distribution of layer inputs changes continuously throughout the
network architecture, also called internal covariate shift (Aggarwal, 2018, p. 152).
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Obviously small changes in earlier layers can lead to big changes in later layers.
Through batch normalization the layer inputs are kept stable. Other outcomes of
batch normalization are that a higher learning rate can still lead to convergence,
escaping of local minima can be reached and that there is a regularization effect
(Aggarwal, 2018).

Recent research in (Santurkar et al. 2018) shows that the real effect of Batch Nor-
malization is not about the internal covariate shift, which is widely concluded, but
about smoothing the landscape of the optimization problem significantly. The pos-
sible larger range of learning rates and faster convergence of the network are the real
advantages of Batch Normalization.

Momentum

Momentum is a technique to accelerate the learning process in cases of high cur-
vature, small but consistent or noisy gradients. In the weight update rule a new
parameter ν is introduced as velocity:

ν ← εν − α∇wi

(
1
m

m∑
i=1

L(f(x(i);wi), y(i))
)
,

wi+1 ← wi + ν,

where α is the learning rate and L() is the loss function of the true value y and the
predicted value f(x(i);wi) (Goodfellow et al. 2016, p. 293). The parameter m is
defining the number of past gradients that are taken into account. ε is the momen-
tum parameter which defines the contribution of previous gradients, particularly the
velocity of the exponential decay. The ratio between ε and α defines the number
of gradients that affect the current direction of the descending step. All this means
that the new parameter ν is set to an exponentially decaying average of the negative
gradient so that past gradients are accumulated. As the learning rate is the step
size, this means that if multiple successive gradients point in the same direction the
learning rate is larger.

Adaptive Learning Rate

Momentum should accelerate the learning process by avoiding zigzagging for partial
derivatives while changing or adapting the learning rate. The idea behind adaptive
learning rates is to adapt the learning rate for every parameter (Aggarwal, 2018,
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Chapter 3.5.3). Over the years many approaches were introduced. The most common
one is Adam which is used in this thesis and therefore only Adam is explained.

The advantages of Adam are that the method uses only first-order gradients and
do only need small memory requirements. The method is a combination of the
advantages of the AdaGrad and RMSProp methods (Kingma et al. 2014). Adam uses
the first and second moments of the partial gradients and similar to the momentum
method keeps past gradients. This is done with an exponentially decaying average
for first and second moments.

In a formal way: The exponentially averaged value Ai of the i-th parameter wi is
updated with the decay parameter ρ ∈ (0, 1) using the second-order gradient (or
second moment):

Ai ← ρAi + (1− ρ)
(
δL

δwi

)2

∀i

(Aggarwal, 2018, Chapter 3.5.3.5). Also an exponentially averaged value of the
gradient Fi of the i-th component is smoothed with a different decay parameter ρf
using the first moment:

Fi ← ρfFi + (1− ρf )
(
δL

δwi

)
∀i

The parameter wi is updated using the predefined learning rate αt and the updated
parameters Ai and Fi:

wi ← wi −
αt√
Ai
Fi ∀i.

The decay rate is to be set by the user. E.g. the default values in the pytorch
framework (Paszke et al. 2017) are 0.9 or 0.999.

In Reddi et al. (2018) a new varied version of the Adam algorithm is introduced
using “long-term memory” of past gradients which should avoid convergence issues
in cases with large output spaces. This should also lead to improvements in empirical
performance.

An alternative to new adaptive learning rate algorithms like Adam or AdaGrad is
e.g. momentum stochastic gradient descent. In (Zhang et al. 2017) adaptive learn-
ing rates are compared with momentum stochastic gradient descent. After finding
the competitiveness of the latter robustness is measured and an new automatic hy-
perparameter tuner called YellwoFin is introduced. YellowFin is tuning momentum
and learning rate parameter simultaneously.
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Early Stopping

As discussed before in every machine learning model overfitting is a problem. This
means that the training error is still decreasing but the validation error is either
steady or even increasing. One procedure to prevent overfitting in deep learning is
early stopping. In early stopping the algorithm terminates if for a specified number
of epochs the validation set error does not decrease (Goodfellow et al. 2016, Chapter
7.8). Important here is that the validation dataset, is part of the training dataset
but is never seen during the training period. If this is the case the algorithm returns
the parameters of the epoch with the lowest validation set error and not of the latest
epoch.

Dataset Augmentation

One part of overfitting is that the algorithm does not generalize to unseen data. A
possible reason is that the training dataset is too small. As in most cases it is hard to
get more “real” data. Augmenting data can solve this problem. Data augmentation
means that the data points are transformed in many possible ways without changing
the label of the data (Goodfellow et al. 2016, Chapter 7.4). An example for a
change of the label is if a “6” is vertically flipped, this would result in a “9”. Typical
data augmentation techniques are rotations, flipping or scaling. New approaches as
skewing, distortion or hist equalization are effective techniques as well.

Rotations: Images are being rotated by a pre-defined angle. Either all images
can be rotated by the same fixed angle or all images are rotated randomly. Here
a minimum and maximum angle is pre-defined. Using the Augmentor framework
(Bloice et al. 2017) for data augmentation it is also possible to define if the corners
should be cropped when images are rotated.

Flips: Flips mirror the image either along the horizontal or the vertical axis.

Scaling: The size of the image is either increased or decreased by a defining factor.
This does not lead to zooming into an image, but to increase the number of pixels.

Skewing: Corner or Sides of images are skewed into the background.

Distortion: A defined grid is distorted. This means parts of the images are either
brought into the back- or foreground.

Hist Equalization: This is a contrast enhancement technique. The colour distribu-
tion of images can be displayed by a histogram. Here the number of pixels is counted
for each value. The aim of Hist Equalization is a uniform histogram. This results in
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larger contrasts in the image, which should emphasize the differences between images
of different classes (Makandar et al. 2014).

ColorJitter: The image is changed in brightness, contrast and saturation.

In Deep Learning two different techniques exist to apply data augmentation. These
are called offline and online data augmentation. Offline data augmentation applies
the augmentation technique on the image and creates an actual new image. These
images have to be stored on disk. When online data augmentation, also called
realtime data augmentation, is the chosen method, then images are going to be
augmented during the training. The advantage is that the images are not going to
be saved on disk, but less control over the augmentation process is possible.

L2 Regularization of loss

In classical regression problems L2 regularization is e.g. known as ridge regression.
The principal can be easily transferred to deep learning problems. As in ridge regres-
sion a penalty term is added to the loss function. This penalty is called regularizer
and in the case of weight decay it is defined as

Ω(w) = w>w

(Goodfellow et al. 2016, Chapter 5.2). A parameter λ can be used to control the
strength of the penalty term. When using the Mean Squared Error loss a penalized
loss function would look like this:

L(y, ŷ) = MSEtrain + λw>w.

Dropout

Dropout can be understood as an ensemble method like bagging. In bagging multiple
models are trained and evaluated. The models are usually unbiased, but have a
high variance. Training multiple different neural networks and ensemble them is
computationally really expensive. In the dropout technique neuron or nodes in the
input and hidden layer are randomly dropped using predefined probabilities. So in
different epochs different parameters are trained and shared (Goodfellow et al. 2016,
Chapter 7.12). The probability to drop an input node is usually 20% and to drop
an hidden node is 50%. The probabilities and which node is going to be dropped is
independent for every layer (Aggarwal, 2018, Chapter 4.5.4). In the training process
of a neural network different parameters are trained. These parameters are shared so
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that dropout is node sampling with weight sharing. This sampling process is applied
on every mini-batch training step.

When evaluating a bagging model the test dataset is applied on every model and the
results are aggregated. In neural networks this process is not necessary as forward-
propagation is performed using the base network without dropping nodes. The
approach for this is the weight scaling inference rule where the weights are multiplied
by the probability of including unit i. So if a weight is dropped with a probability
of 50% the weight is divided by 2 in the test set prediction phase (Goodfellow et al.
2016, p. 260). Compared to other ensemble methods this means that every epoch is
an own model and these models are assembled after every epoch through the weight
scaling inference rule.

Mixed Precision Training

Year by Year neural networks are trained on larger datasets and deeper network
architectures. In Micikevicius et al. (2017) mixed precision training is introduced
as a technique to reduce memory requirements and to speed up training on multiple
GPUs. Usually single-precision training (FP32) is used to train neural networks.
Mixed precision training uses half precision training (FP16). Half precision training
means that half the number of bits in the floating point format (so 16-bits instead
of 32 bits) is used. A downside of this technique is that really small weights often
become zeros because of limited representation of numbers. Three techniques are
used to still match the model accuracy of FP32 trainings.

1. FP32 Master Copy of Weights

2. Loss Scaling

3. Arithmetic Precision

The reason for a master copy of weights in FP32 precision is the above explained
behaviour of really small weights that become zero. The weight update is done in half
precision and then weights are saved in single precision. Loss Scaling has the same
reason as gradients become zero because the gradients are too low to be represented
larger than zero by the limited number of bits. Through scaling up the gradients
a much higher percentage of the gradients become representable. So a lot lower
number of weights become zero. Here either a static scaling factor can be defined
or a dynamic loss factor can be used. A really high value for the scaling factor
can lead to an overflow of gradients which means that gradients become infinite of
NaNs. Dynamic scaling controls this problem with the procedure that if an overflow

33



occurs the weight update is skipped and the scaling factor is reduced. If no overflow
occurs in multiple iterations the scaling factor is increased again. A scaling factor
near the maximum value that causes no overflow is preferable as a larger number
of gradients does not become zero. The third technique is arithmetic precision.
Some arithmetic operations need to be converted from FP16 to FP32 e.g. vector
dot-products, large reductions and point-wise operations. For the NVIDIA Volta
GPUs the special technique of arithmetic precision is introduced NVIDIA (2017) to
eliminate model accuracy loss because operations are done in half precision and not
in single precision.

Transfer Learning

Transfer learning is useful in low-volume datasets. If there are two different datasets
where the input is the same, which is e.g. an image, but one dataset has significantly
more data, transfer learning is often applied. The larger dataset is used to train a
neural network from scratch. Then the last fully connected layer is adjusted to
the new dataset. The dimension of the last layer is dependent on the number of
classes which most of the times differ in two different classification problems. The
neural network is now trained on the smaller dataset using the pre-trained weights
(Goodfellow et al. 2016, Chapter 15.2).

It is possible to download already pre-trained networks. Usually all frameworks
for deep learning have a model zoo. The architectures of pre-trained networks are
variations of alexnet, vgg, inception, densenet, resnet and more. For this thesis the
networks are pre-trained on the imagenet database (Deng et al. 2009, Imagenet
Database) which contains more than 14 Mio images of 1000 classes.

Generally in literature, there is a differentiation between two different techniques:
Transfer Learning and Fine Tuning. In Transfer Learning only the last layer is
changed and retrained. This is useful for small datasets and guarantees a faster
training time. Fine Tuning describes the process of using a pre-trained neural net-
work as an initializer for the weights. This means that all weights are retrained but it
is expected that the pre-trained weights are a good base, so that the training process
is way shorter compared to training a network from scratch. When a network is fine
tuned, the last layer still has to be replaced.

One interesting variation with big influence is the number of layers which are re-
trained. Here not much literature exists for which setting is the most reasonable. In
the paper (Tajbakhsh et al. 2016) a comparison between Full Training and Fine Tun-
ing is made with the results that pre-trained convolutional neural networks (CNNs)
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outperform networks and that fine-tuned CNNs are more robust to changes in the
training set size. Also, different fine tuning techniques as shallow and deep tuning
are compared with the results that neither of them, but layer-wise fine tuning could
lead to better results.

Evaluation Metrics

The performance of a model on unseen data can be evaluated with multiple different
metrics. Generally the goodness-of-fit is measured through the distance between
the true and predicted label. Most measures for classification problems are based
on the confusion matrix. In Table 3 the confusion matrix is displayed for binary
classification problems (Fawcett, 2006).

Table 3: Confusion Matrix for two classes

Predicted
Positive Negative

True Positive True Positives (TP) False Positives (FP)
Negative False Negatives (FN) True Negatives (TN)

Accuracy, sensitivity and specificity are widely used measures which are based on
the confusion matrix. The measures are defined as follows (Fawcett, 2006):

Acc = TP + TN

n
(3)

Sensitivity = TP

P
(4)

Specificity = TN

FP + TN
, (5)

where n is the number of observations. The accuracy defines the ratio between
values which are predicted in the correct class and all values. The sensitivity explains
the ratio between correct predicted values and true positive values. The specificity
explains the ratio between correct classified negative values and all truly negative
values. For a classification with five classes sensitivity and specificity cannot be used
in the same manner. Here only the sensitivity is used as the ratio of correct classified
data points per class, which is the accuracy per class.

In Chapter 3 two main problems of the dataset are discussed. One is the imbalance
of the data and the other one is the ordering of the classes. The Cohen’s kappa
score is used in the Kaggle challenge for diabetic retinopathy Kaggle, 2018, because
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it covers both above cases. It was introduced in 1960 by Cohen and later advanced
to the quadratic weighted kappa score in Cohen (1968):

κ = p0 − pe
1− pe

,

where p0 is the probability of agreement and pe is the expected agreement when
labels are assigned randomly. The weighted kappa score is defined by

κ = 1−
∑
i,j wi,jOi,j∑
i,j wi,jEi,j

,

where i, j ∈ 0, . . . , 4 define the classes, Oi,j is the number of observations classified in
the ith category if the true class is j and Ei,j is the outer product product between
the two histogram vectors of predicted and true values (Torre et al. 2018). E is
normalized so that E and O have the same sum. The weight penalization wi,j is
defined by wi,j = (i−j)n

(C−1)n , where C is the number of classes. The value n = 1 leads
to linear and n = 2 to quadratic penalization. The values of this score are in the
interval of κ ∈ [−1, 1], where -1 means perfect symmetric disagreement and 1 perfect
agreement.

Matthews correlation coefficient is also builds on the confusion matrix and preferable
for imbalanced dataset. It is introduced in (Matthews, 1975) and is defined through
the following formula for 2 classes:

MCC = TP · TN − FP · FN√
(TP + FP ) · (TP + FN) · (TN + FP ) · (TN + FN)

(Chicco, 2017). This can be extended to multiclass problems.

Top 5 accuracy is used in the imagenet challenge (Russakovsky et al. 2015) to see
if the true label is in the first five predicted classes which are ordered by predicted
probability. Reasons to use a top 5 accuracy is incorrect labeling, incomplete anno-
tations or multiple classes on one image. Generally it can be called top k accuracy.
If the true label is in the top k most likely predicted labels, then this counts as a
correct predicted image (Berrada et al. 2018). The parameter k should be small
compared to the number of classes. In the case of diabetic retinopathy with 5 classes
k = 2 is used. This measure is used because classes cannot be differentiated very
easily and the labels are not considered to be fully reliable (Lam et al. 2018).
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5 Proceeding

In this chapter data and theory is combined. All settings are presented that are
needed to deal with possible problems that are occurring in training the convolutional
neural networks.

Technical Informations

The convolutional neural networks are trained using Python (Rossum, 1995) in com-
bination with the deep learning framework Pytorch (Paszke et al. 2017).

As Deep Learning is computationally expensive and as a lot of runs with different
settings and especially different training set sizes is needed, it was not possible to
train the neural networks on a local CPU. For that the deep learning system DGX-1
with Tesla V100 of the lrz (LRZ 2018) is used which technical details are:

• Peak Performance: 960 TFlop/s

• 8 V100 GPUs

• 128 GB Ram

• 40960 CUDA Cores

• 5120 Tensor Cores

More details are available on the nvidia webpage (nvidia, 2019).

In python standard libraries as pandas (McKinney, 2010) and numpy out of the SciPy
ecosystem (Jones et al. 2001) support the framework system. The visualization is
done in R (R Core Team, 2018), mainly using the ggplot2 (Wickham, 2016) and
xtable (Dahl et al. 2018).

Training, Validation and Test Data

The dataset is introduced in Chapter 3. This dataset is split into three datasets:
Training, validation and test set. As earlier introduced this dataset has 5 classes
which stands for the state of DR. In these 5 classes the dataset is very imbalanced
(see Table 1). Because of this imbalance in the dataset the dataset is split with
respect to the classes. First the data is split into training and test dataset with the
ratio of 3 to 1, so that 25% of the data are in the test set. Because the number of
training data is successively reduced, a subset of the training data is used based on
the selected number of images. In the first approach the subset of training data is
as balanced as possible through the classes. This means that a number of images
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per class is calculated based on the overall number of images that is selected for the
training set. Afterwards, as many images as possible are selected per class. If in one
class less images than needed are available, then this void is filled with images of
other classes. In the end the sum of the number of images per class should be equal
to the selected overall number of images for the training set. The settings for the
exact numbers are discussed in the “settings” chapter later. The subset of training
data is then split into training and validation data. 1/6 of the training data is used
as the validation data. This split is also done with respect to the class sizes.

In Table 4 and Figure 8 the distribution of the data across training, validation and
test data within the different classes can be seen. All available data is used and
the imbalance of the dataset can be seen clearly. To avoid that the imbalance of
the data has a high influence on the results, several techniques exist. In the paper
More (2016) four methods are compared: Weighted loss function, Undersampling,
NearMiss-3 and Oversampling. Also, some combinational and ensemble methods
are introduced. Best performing are ensemble and combinational methods. The
weighted loss function method works really well, particularly considering how easy
the implementation of a weighted loss function in pytorch is. In Buda et al. (2018)
the imbalance problem is studied for neural networks. Here oversampling achieves
the best results.

In this thesis the dataset is used with different numbers of images. The problem
of imbalanced data only occurs for larger training sets. If this is the case the loss
function is going to be weighted. This is preferable mainly because of the shorter
computation time. The case of smaller training sets is comparable with undersam-
pling techniques because a subset of data is used and this is balanced throughout
the classes.

In Chapter 5 data augmentation is explained as a technique which produces more
images for minor classes than for majority classes. So data augmentation leads to

Table 4: Table with the number of images per class and dataset type if all images
are used

Class Training validation Test
0 16130 3226 6452
1 1527 305 611
2 3307 662 1323
3 546 109 218
4 443 88 177
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Figure 8: Displaying the distribution of the data across training, validation and
test data within the 5 classes when all images are used.

the case that in all classes the same number of images is reached. This can also be
argued as a form of oversampling.

The number of test data will not be changed contrary to the number of training
and validation data. This is to make results more comparable because e.g. the
distribution of the data points per class in the test set has a huge impact on the
results.

Pre-processing and Augmentation

In the pre-processing step all images are first resized to the dimension of (512×512),
because all images of the dataset differ in the sizes. Because different pre-trained
neural network architectures have different input sizes, the images are resized again
before training the network depending on the selected architecture. For the Inception
V3 architecture the image input size is 299.

Afterwards hist equalization is applied (see Chapter 4). Because the images are
equalized in their depending colour histogram, but still differ in colour schemes, the
images are then normalized. This means that the mean and the standard deviation
is calculated for every color channel over the images in the training set. Because of
computational resources only a maximum of 1000 images per class is used. The mean
x̄ and the standard deviation sd(x) are then applied to every image in all datasets,
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including validation and test data. The following formula is used:

xi = xi − x̄i
sd(x)i

(torch, 2019), where i defines the colour channel. These are all steps in the pre-
processing of the images.

Augmentation of the images can be applied online and offline (see Chapter 4). As the
goal of this thesis is to reduce the size of the training dataset, it is preferable to have
control over the number of images used for training including the augmented images.
Another already discussed problem is the imbalance of the dataset. Offline data
augmentation can be used as an oversampling technique to balance the dataset. One
possible way is to define an overall number of images for all classes and uniformly
distribute this value to the classes. The difference between this number and the
number of original images in one class is the number of augmented images per class.

On the other side computation time is increasing exponentially using offline aug-
mentation. Because cross validation and bootstrapping, which is used in smaller
training sets, is already leading to extended training time, online augmentation is a
valid alternative. This technique leads to much more training iterations for different
training set sizes and more adjustment possibilities in the training process. As the
test accuracy will not decrease greatly compared to former related work (see Chapter
6), online augmentation is used. The techniques are random rotations, vertical flips,
shearing the images and color jittering (see Chapter 4).

Settings

An extract of the settings file to train the neural network can be found in Table 11
in the appendix. Training set sizes will decrease after the rules seen in Table 5. The
maximum number of training images is 29270.

Table 5: Reduction rules for training data starting with maximum possible images
and ending with 50 images

Nr. Training Data Decrease by
20000 < n 3000

10000 < n ≤ 20000 2000
1000 < n ≤ 10000 1000
100 < n ≤ 1000 100

n ≤ 100 20
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For a very low number of images in the training dataset, the goodness of fit depends
a lot on which data is selected. This has to be differentiated between two cases.
The first case states which data points are generally selected as training data. Boot-
strapping is a technique that uses random samples from the base dataset (Efron et
al. 1993). This means that in n iterations images are randomly selected as training
data. Afterwards the mean and standard deviation of the accuracy measures are cal-
culated. This gives a more robust estimation of the fit of the trained neural network
to the data. A larger variance in the bootstrapping results can also indicate that
there are data quality problems of the diabetic retinopathy set (Lam et al. 2018).
The bootstrapping technique is only used for smaller datasets, as for large datasets
this technique consumes a lot of computational resources particularly time. The
threshold of 1000 images defines the number under which bootstrapping is used. In
this case 10 bootstrap iterations are used.

The second case is that in each bootstrap iteration specific images are used as training
images and the training set is again split into training and validation data. The
goodness of fit depends now on which images are used as training or validation data
and can vary a lot. One possible technique to address this problem is cross validation.
Cross validation means that the training data is repeatedly split into training and
validation set. The split can be done using different techniques. Here in most cases
the training data is split into six equal sized datasets. One part is used as validation
set, the other five are used as training data. The number of splits is set to six
as this is the general ratio of training and validation data. The splits are usually
selected independent of the classes. Stratified k-fold cross validation considers the
distribution of the response variable and adjusts the random sampling of the images
to the overall distribution of classes in the response variable. This ensures that the
imbalance of the dataset is transferred to the different cross validation splits. For
Stratified k-fold cross validation with k = 6 the data size in each of the six splits
needs to be equal or larger than six images. E.g. if only ten images are selected for
training, then this constraint is not fulfilled. For these cases the splits are simply
shuffled with the initial distribution in training and validation set. The number of
random splits is also six. The best performing model in terms of Cohen’s kappa is
used as the output model of cross validation iterations (Fahrmeir et al. 2013).

Generally the number of cross validation iterations can be higher than the ones that
are used here. But as usual in this thesis computational time is so high, that the
number of bootstrap and cross validation iterations has to be limited.

Generally the input size of images into the inception network is 299×299 pixels. This
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number is increased to 512×512, if the number of original data in the training dataset
is smaller or equal than 500. This should increase the ability of the neural network
to extract valuable information. This is only done for smaller training set sizes
because it increases the number of parameters of the neural network from 24357354
to 29863914. The numbers are calculated using the python library torchsummary
(Chandel, 2018).

Fine Tuning

As described in Chapter 4 transfer learning or fine tuning differentiates by the number
of layers or weights that are retrained. For small datasets transfer learning is the
better choice as only the last layer is trained. For larger datasets fine tuning should
lead to better results. In this thesis, fine tuning is used with the exception that
the first 5 Convolutional layers are not retrained and retraining starts with the first
Inception layer.

The chosen architecture for training is version 3 of the Inception network. One
characteristic of this network is the auxiliary output after Inception layer number
8. This layer has to be recognized in transfer learning because not only the final
classifier, but also this auxiliary classifier has to be replaced by a fully connected
layer with the number of classes of the new dataset. The outputs of both classifiers
are summed up to calculate the loss in the training process. The final classification
of an image depends only on the final classifier and not auxiliary layer.

Optimization and Adaptive Learning Rate

Classically Stochastic Gradient Descent (see Chapter 4) is used to optimize the
weights in neural networks, but in recent years Adam (see Chapter 4) is often used
now. In Ruder (2016) it is suggested to use Adam optimizer in problems where large
data and/or complex and deep networks are used. In this thesis the Adam optimizer
is used with the default values except for the weight decay which is set to 0.001.

Also a scheduler for the learning rate is implemented. In Hsueh et al. (2018) a
new scheduler for learning rates is introduced and compared with e.g. step decay.
The Adam optimizer is already adapting the learning rates, but the neural networks
converge faster and to better goodness of fit with a scheduler applied to the learning
rate than without a scheduler. This scheduler restates the learning rate every selected
epoch to a factor of the initiate learning rate. In these experiments the factor is 0.1
and the step size is 12.
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In Chapter 3 the problem is discussed if the data hints to a classification or an ordinal
regression model. It is clear that the classes that state the DR are ordered, but it
is not clear that the distance between the different classes is known and especially
not clear to be one as the class labels would state. Also in various experiments
the results of classification modelling are better than regression modelling for the
diabetic retinopathy dataset. In this thesis the problem is seen as an classification
problem and Cross Entropy loss function is used. Another problem of the dataset is
the imbalance in the classes. As in Chapter 5 already explained the loss function will
be weighted to adapt to the imbalance in the classes. The oversampling technique
is discussed in Chapter 4 and 5 as a possible solution to this problem.

Batch Size

The batch size depends on the overall amount of images. For a large number of
training data larger batch sizes are recommendable, because in one batch the neural
network will train on more data and so has less variance in single epochs. Downside
of larger batches is that training takes longer and consumes more memory. The used
batch sizes based on the number of training images can be seen in Table 6.

Table 6: Mini-batch sizes depending on the number of overall images n in training
process

Nr. Training Data Batch size
0 < n ≤ 50 5

50 < n ≤ 1000 32
500 < n ≤ 2000 256

2000 < n ≤ 10000 1024
10000 < n 2048

Early Stopping

Early Stopping is used to prevent overfitting. When Cohen’s kappa score is improving
in the training process, but decreasing on the validation data, then the training
process will be stopped. In literature no general number of epochs exist, after which
the training process should be stopped. In this thesis the training process is stopped
when eight successive epochs could not provide a better Cohen’s kappa score on the
validation set. This should be appropriate because for a smaller number of data it
does not lengthen the training time extensively and also does not stops the process
too early when the training got stuck in a local minima.
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6 Results

In this section the results are presented. First a look is taken at the results when all
images are used to train the convolutional neural network. Afterwards the number of
images in the training set is successively reduced. Out of the first results, adjustments
on the settings and distribution of data is taken and the results are evaluated again.

All Data

The aim is to reduce the training set sizes, while still keeping the Cohen’s kappa
score as high as possible. In other words: The goal is to find a benchmark value for
Cohen’s kappa score and then see how stable the predictions are for less data and if
there is a value after which a drop-off of Cohen’s kappa score can be observed. This
means that it is important to first optimize the results for the case when all training
data is used and use this as a benchmark score. In Table 7 the results can be seen
when all images are used for training a neural network. Butterworth et al. 2016 is
the paper with most comparable settings and the stated test accuracy and kappa
score are 76.6% and 0.651 there. Compared with the results from that paper the
test accuracy is slightly lower. Whereas the kappa score is a lot lower. Differences
can occur due to multiple reasons. First in Butterworth et al. 2016 the messidor
dataset is additionally used. Second ResNet instead of the Inception architecture
is used. Also a different split into test and training images is probable because of
the additional images. The hyperparameter settings will differ as well, e.g. in this
thesis the first convolutional layers are not retrained due to computational resources
reasons.

To get a better and a more differentiated impression of the results the confusion
matrix and the sensitivity per class can be found in Figure 9 and Table 8. Sensitivity
can be interpreted as the correct predictions per class per true label. The most
obvious observation is that for class 0, so if there is no DR, the prediction accuracy
is really good. For the classes 2 and 4 the number of correct predicted images is higher
than in the remaining category but is not higher than 50%. The worst prediction

Table 7: Goodness of fit measures on test set if all images are used for training

Measure Value
Accuracy 0.7285

Top 2 Accuracy 0.9063
Cohens Kappa Score 0.3372

MCC 0.3404
MAE 0.4594
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rate appears in class 1. Here 472 of 606 images are classified into class 0. This means
77% of the images are seen as there is no DR, which could mean that it is really hard
to differentiate between class 0 and class 1. A similar but not so extreme picture can
be observed in class 3 where almost 55% of the images are classified into class 2.

Both cases are probably leading towards the higher top-2 accuracy of 90.63% because
it is likely that the second most probable prediction is the actual true label.

Tables 12 and 13 in the appendix strengthen this picture. The tables show that most
images are predicted into class 0 and 2. The numbers of images in class 0 and 2 are
higher for predicted images than for the true classes. For all classes the main share
of images is generally predicted to be class 0.

Figure 9: Confusion Matrix of true and predicted labels in the network with the
best Cohen’s kappa score. The network is trained using the maximum available
number of images.

Table 8: Sensitivity per class if all images are used for training

Class Sensitivity
0 0.86
1 0.04
2 0.50
3 0.30
4 0.41
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Reduce Training Data

In Chapter 5 the number of images that are used as training data is defined and
in Table 5 in Chapter 5 the rules for the reduction of the data is explained. A
combination of bootstrapping and cross validation is used when less or equal than
1000 images are used for training the neural network. As training a neural network
is computationally really heavy and time consuming the bootstrap iterations have
been limited to 10 and cross validation is done using k-fold cross validation with
6 splits as only 1/6 is used as validation data. The results can be seen in Figure
10. The measures indicate a stable goodness of fit until the mark of 10000 training
images is reached. Afterwards all measures decrease strongly.

The most important measures are accuracy and especially Cohen’s kappa score.
Interestingly Cohen’s kappa score is not really high with a max value around 0.3. The
values decrease to a minimum value of 0. This indicates that the level of agreement
between true and predicted values is not really high. A look at the accuracy show
similar results. In a maximum of 73% of the cases the neural network predicts the
correct state of DR. In combination with the imbalance of the data and that over
73% of the images are in class 0, this is not really high. The top-2 accuracy indicates
that in many cases the second most probable prediction is correct as here a value of

Figure 10: Progress of the coefficients used for measuring the goodness of fit with
decreasing number of images used for training the neural network.
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over 90% can be reached. Even in the worst case here a accuracy of nearly 60% is
reached. Matthews correlation coefficient has nearly the same curve and values as
Cohen’s kappa score. The minimum values of the mean absolute error are slightly
below 0.5. The maximum value is at 1.2. This means that on average the difference
between the true and predicted value is more than one class.

In Figure 11 only the accuracy and Cohen’s kappa score are shown with decreasing
number of images. The vertical dotted lines display the minimum number of images
that has to be used that 95% of the maximum accuracy or Cohen’s kappa score is
reached. These values differ and are 16000 images for the accuracy and 23000 for
Cohen’s kappa score. The other vertical line is at 10000 images and in the legend,
it can be seen that for the accuracy this means that with 10000 images 88% of the
maximum accuracy are reached. For Cohen’s kappa score only 79% of the maximum
are reached. For Cohen’s kappa score, this is influenced a lot by the fact that for
23000 images a value much higher than any other value is reached and afterwards a
larger drop-off can be seen.

In both figures (10 and 11) an unusual development is that the coefficients increase in

Figure 11: Progress of accuracy and Cohen’s kappa score with decreasing num-
ber of images used for training the neural network. Vertical Lines show thresholds
which show the number of images that has to be reached so that the a given per-
centage (see legend) of the maximum coefficient value is reached.
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terms of the goodness of fit at the 1000 images mark. This can be explained with the
usage of cross validation and bootstrapping. Cross validation takes the best result
out of the six splits and is averaged over the bootstrap iterations.

The sensitivity per class is calculated and displayed in Figure 12. Above 10000 images
the sensitivities per class are stable. Under 10000 images the sensitivities per class
are changing heavily. Between 1000 and 10000 images the sensitivities per class are
heading towards the value of 0.5, so towards each other. They are either decreasing
like for class 0 or increasing like for class 1. So high sensitivities are decreasing
and low ones are increasing. This can be explained due to the distribution of the
training data by class. In Table 9 the distribution of images across datasets and
classes is shown for a combined 6000 images in the training and validation set. Here
the number of images is equal for classes 0, 1, and 2, so the distribution of data per
class is more uniform in comparison to the imbalance of the total dataset (see Table
4 on page 38).

In Figures 10, 11 and 12 it is very hard to properly observe what is happening when
less than 1000 images are used. In the appendix in Figure 18 and 19 the values for
Cohen’s kappa score, accuracy and sensitivities per class are displayed with the filter
that less than 1000 images are used as training data. The effect of cross validation

Figure 12: Progression of the Sensitivity per class with decreasing number of train-
ing images.
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Table 9: Counting number of images per class if 6000 images are used as training
data

Class Training Validation Test
0 1338 267 6452
1 1338 267 611
2 1338 267 1323
3 546 109 218
4 443 88 177

can be seen clearer when observing the sensitivities per class in Figure 19. The values
here are much more similar to the values for large training sets than for mediocre
sets. The sensitivities for class 0 and 4 give the highest values. One important notice
here is, that not only the best model of the cross validation, but also of all bootstrap
iterations is used for the sensitivities. More reliable results for less than 1000 images
are the accuracy and the Cohen’s kappa score that are aggregated over the bootstrap
iterations. These show that cross validation improves the test results and that the
performance on unseen data still declines.

Correction of training data distribution and cross validation

Two main conclusions can be taken out of the above results. These are that the
imbalance has a huge influence on the prediction accuracy and that cross validation
is increasing the performance on test data. Out of these conclusions two changes
are taken. First is that the imbalance should be transferred two smaller training set
sizes. The procedure for this is that the percentage of images per class is calculated
if all images are used and is applied to smaller training set sizes. The percentage per
class can be seen in Table 1 on page 10. For really small training set sizes this would
lead to zero images in classes 3 and 4. So one exception is that at least one image
has to be used per class in training and validation set. This exception can lead to
minor changes in the distribution, but should not influence the results too much.

The other change is that for training set sizes with less or equal than 10000 images
instead of 1000 images cross validation and bootstrapping is applied. Cross validation
is done in the same way as before, which means that the training set is split into 6
subsets and successively one part is used as validation set. The numbers of bootstrap
iterations are shown in the appendix in Table 14. This means that for images between
1000 and 10000 images only cross validation is used and bootrapping will only be
used for less than 1000 images.
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The results are shown in Figure 13. The peak performance is the same as before.
This is expected because the distribution of the data does not change much when a
high number of images is used. Surprisingly the performance even increases when
using 18000 to 23000 images. Compared to the results in Figure 10 the values
of the coefficients are more stable. This should indicate that the performance on
less training data is better when the distribution of the training data per class is
considered. An exceptional performance value occurs when 2000 images are used
as training data. Interestingly the accuracy, top-2 accuracy and the mean absolute
error show really good performance, whereas the mcc shows little improvement and
for the Cohen’s kappa score the value is as expected. This shows very well that the
MCC and Cohen’s kappa score are more reliable coefficients than the other measures
for the imbalanced dataset.

In Figure 14 the accuracy and Cohen’s kappa score are displayed. The vertical lines
show again a number of images where the given percentage of the maximum value
of the measure is reached. Here the improvements are obvious. For the accuracy a
value of 95% of the maximum reached accuracy score is reached when 7000 images
are used. In Figure 11 this value is 16000 images. 10000 images were resulting in
88.5% whereas now even with 3000 images 90% are reached if the value for 2000

Figure 13: Progress of the coefficients used for measuring the goodness of fit with
decreasing number of images used for training the neural network.
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Figure 14: Progress of accuracy and Cohen’s kappa score with decreasing num-
ber of images used for training the neural network. Vertical Lines show thresholds
which show the number of images that has to be reached so that the a given per-
centage (see legend) of the maximum coefficient value is reached.

images is seen as an outlier. For Cohen’s kappa score a similar picture shows up
even if the results are not as good as for the accuracy. 95% of the maximum Cohen’s
kappa score is reached using 18000 images compared to 23000 images in Figure 11.
10000 images delivered a percentage of 79.8 of the maximum value before. This value
is reached with 6000 images now.

Is there an explanation for this improvement? A look at the progress of the sensitivi-
ties per class could help here. In Figure 15 these sensitivities are shown and indicate
the exact purpose of why the changes in the distribution of the training dataset is
made. The lines are much more stable even in smaller training data regions com-
pared to the sensitivities in Figure 12. Particularly the sensitivity of class 0 stays
really high. Because about 73% of the images are in class 0, a high sensitivity for
class 0 results in a high overall accuracy. An outlier is recognised for 2000 training
data images. This outlier can be explained through this figure because the sensitivity
for class 0 is really high. The Cohen’s kappa score is not affected by this because
the sensitivity for class 2 and class 3 are dropping off here. So in this case the neural
network is able to learn patterns really good for class 0 but not for the other classes.
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Figure 15: Progression of the Sensitivity per class with decreasing number of train-
ing images.

Threshold

The progression of the measures is discussed in detail above. The last open question
is if it is possible to define a threshold which defines a minimum number of images
that should be used for training a neural network. One approach is to find or define
a value like 95% or 90% of the maximum score. The threshold should not come
below this value. In Figure 16 the ratios between the Cohen’s kappa scores and the
maximum kappa scores are drawn. For 9000 images 90% of the maximum score is
reached. Arguably 8000 images should be appropriate and reasonable, too, since the
Cohen’s kappa is only slightly below the 90% mark of the maximum Cohen’s kappa
score. For 18000 images 95% is reached.

Computation Times

One big limitation in training neural networks is that huge compuational resources
are needed. In this thesis, especially time is a big limitation because cross validation
and bootstrapping are used. In the left plot of Figure 17 the training times per
training set size are shown. They obviously decrease with decreasing images. The
ratio between training and testing time is very high for large training set sizes. For
a decreasing number of training images the ratio between training time and testing
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Figure 16: The ratios between Cohen’s kappa score and the maximum score.

Figure 17: Times to train the neural networks per training set size. Left: Differen-
tiation between training, test and combined time for only one run. Right: Estima-
tion of total time taking cross validation and bootstrapping into account.
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time is decreasing. Important is that cross validation and bootstrapping are not
considered here and only one training run is taken into account. The right plot
shows the times which are adjusted by number of cross validation and bootstrap
iterations. These are only estimated based on one run.

In Table 10 the times are converted to days, hours, minutes and seconds to really
understand how long training neural networks is taking. To train neural networks
with the different number of images in the training set in combination with cross
validation and bootrapping takes over 4 days.

Table 10: Times for training the neural networks per train data size. Times for
cross validation and bootstrapping are estimated by one run.

training data Time Time adjusted
29270 3h 56min 5sec 3h 56min 5sec
26000 2h 46min 37sec 2h 46min 37sec
23000 2h 45min 17sec 2h 45min 17sec
20000 1h 54min 45sec 1h 54min 45sec
18000 2h 23min 10sec 2h 23min 10sec
16000 2h 7min 36sec 2h 7min 36sec
14000 1h 14min 33sec 1h 14min 33sec
12000 1h 22min 7sec 1h 22min 7sec
10000 1h 3min 51sec 6h 23min 4sec
9000 0h 50min 54sec 5h 5min 27sec
8000 0h 55min 45sec 5h 34min 30sec
7000 0h 50min 43sec 5h 4min 18sec
6000 1h 7min 60sec 6h 47min 57sec
5000 0h 42min 48sec 4h 16min 45sec
4000 0h 18min 3sec 1h 48min 16sec
3000 0h 17min 47sec 1h 46min 43sec
2000 0h 12min 4sec 1h 12min 26sec
1000 0h 11min 37sec 6h 58min 8sec
900 0h 9min 60sec 5h 59min 51sec
800 0h 7min 28sec 4h 29min 3sec
700 0h 7min 10sec 4h 18min 12sec
600 0h 4min 57sec 2h 58min 17sec
500 0h 5min 59sec 5h 59min 3sec
400 0h 6min 7sec 6h 6min 41sec
300 0h 4min 30sec 4h 29min 38sec
200 0h 3min 18sec 3h 18min 5sec
100 0h 2min 29sec 2h 29min 15sec
80 0h 2min 17sec 2h 16min 48sec

total 1d 1h 55min 57sec 4d 9h 52min 38sec
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7 Summary

In this thesis colour fundus images, which are images of the human eye, are classified
into stages of diabetic retinopathy (DR). The dataset used for this is a former Kaggle
challenge dataset with 35124 images labelled into five classes which state the DR of
an eye. One main characteristic of the dataset is the imbalance, because class 0
holds about 73% of the data points. The aim of the thesis is to use convolutional
neural networks to predict the state of DR of an eye image and reduce the training
dataset successively to find a threshold below which the training dataset is too small
to train a neural network and achieve good performance.

This is a typical use case of retraining already pre-trained neural networks. An in-
ception v3 convolutional neural network is used. The network is pre-trained with the
imagenet dataset (Deng et al. 2009). The training dataset is successively reduced
and used to retrain the neural networks. Batch sizes are adapted depending on the
training dataset. A maximum accuracy of 73% is reached which is comparable to
results of papers with similar use cases such as Butterworth et al. (2016). Cohen’s
kappa score which is used as the performance measure in the Kaggle challenge in-
dicates with a value of 0.35% a mediocre fit of predicted and true labels. When
reducing the training set the results are stable with larger training set sizes until
the training set size of 10000 images is reached. Afterwards the prediction accuracy
measures are decreasing. As a threshold 9000 images should at least be used to train
a neural network. The condition for this threshold is that a minimum of 90% of the
maximum Cohen’s kappa score on the test data should be reached.

Discussion

Two noticeable observations are that results increase in terms of accuracy and Co-
hen’s kappa score when cross validation is used and that the sensitivity per class
is changing when the training dataset is getting smaller than 10000 images. The
settings are adjusted so that the imbalance across classes is transferred to all train-
ing sizes and cross validation is applied when using less than 10000 instead of 1000
images. The changes are resulting in more stable prediction accuracies. Especially
the sensitivities per class (Figure 15) show that the distribution of the training data
across classes is important for good results. The reason for this is mainly because
the neural network can train the patterns for class 0 better as there are more images
of this class. This leads to a better sensitivity of class 0 and so to a better overall
accuracy.

Also cross validation leads to better results in smaller training datasets. The pre-
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dictions are much better for training set sizes of 1000 to 10000 images. Based on
these findings a threshold for the number of images that should be at least be used
is debatable. But 9000 images should be a reasonable number that would lead to
appropriate results.

Outlook

A problem that is occuring when analysing this dataset and classify images is at
first the imbalance of the dataset. Classical techniques to overcome this issue are
weighting of the loss function, which is used in this thesis, oversampling and under-
sampling. Oversampling is the most promising technique (see Buda et al. (2018))
and can be used via offline data augmentation techniques. But this technique would
extend computation times heavily, because a lot more training images would be used.
Therefore this technique is not used. In future work this is a technique that could
lead to better results particularly for smaller datasets.

Another improvement can be bootstrapping that is applied only rarely because of
computation time, too. Bootstrapping means that for smaller training data sizes
bootstrapping can make the results more stable and could lead to better peak results,
because there are more iterations where different images are used as training data.

The major question of this thesis is if the neural network is able to classify images
when the dataset is reduced or small. Neural networks are at their best when a lot
of data points are used. Other techniques such as Bayesian classifier could lead to a
better performance when smaller datasets are used. In Sudha et al. (2018) promising
results are achieved on a binary classification problem for diabetic retinopathy with
only 385 data points. In Somfai et al. (2014) a Bayesian artificial neural network is
used for the classification of a small diabetic retinopathy dataset. Also Deep Learning
can be combined with Bayesian uncertainty measures as in Leibig et al. (2017).
Additionally support vector machines (Faisal et al. 2014) could be a promising
technique for the classification of a few medical images.
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Figures

Figure 18: Progress of accuracy and Cohen’s kappa score with less than 1000 im-
ages used for training the neural network.

Figure 19: Progression of the Sensitivity per class with less than 1000 training im-
ages.
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Tables

Table 11: Extract of the settings used to train neural networks on a server.

Parameter Loop0 Loop1 Loop2
architecture inception_v3 inception_v3 inception_v3
balancing False False False
batch_size 2048 2048 2048
bootstrap_iters 50 50 50
cost_term False False False
data_dir Data/IMG_resized Data/IMG_resized Data/IMG_resized
distortion True True True
epochs 100 100 100
exponent 2 2 2
factor_lr 0.1 0.1 0.1
fp16 True True True
freeze_all_layers False False False
freeze_sub_layers True True True
greyscale False False False
hist_equalization False False False
image_size 299 299 299
learning_rate 0.001 0.001 0.001
loss CrossEntropy CrossEntropy CrossEntropy
max_bad_runs 8 8 8
n_augm 60000 60000 60000
n_test all all all
n_train 29270 26000 23000
normalize True True True
nr_sub_layers 15 15 15
online_augm True True True
oversampling False False False
parallel True True True
rotate True True True
scale True True True
shear True True True
skew False False False
step_size 12 12 12
use_augm False False False
weights True True True
zoom False False False
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Table 12: Confusion Matrix with totals per class. This is for the test data set
when training is done with all images.

Predicted
class 0 1 2 3 4 total

True

0 5581 72 764 7 28 6452
1 472 23 115 0 1 611
2 587 21 655 38 22 1323
3 26 0 119 65 8 218
4 17 1 72 14 73 177

total 6683 117 1725 124 132 8781

Table 13: Confusion Matrix with ratio of predicted images per class per true class
if all images are used to train the neural network.

Predicted
class 0 1 2 3 4

True

0 0.86 0.01 0.12 0.00 0.00
1 0.77 0.04 0.19 0.00 0.00
2 0.44 0.02 0.50 0.03 0.02
3 0.12 0.00 0.55 0.30 0.04
4 0.10 0.01 0.41 0.08 0.41

Table 14: Bootstrap Iterations depending on the number of overall images n in
training process

Nr. training images iterations
0 < n ≤ 500 10

500 < n ≤ 1000 6
1000 < n ≤ 10000 1

10000 < n 1
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Readme

Data

The used data set is from a kaggle challenge back in 2015 ( challenge-link ). This
dataset can be downloaded either using the kaggle api ( api documnetation ) or
using the lrz lync+share folder ( lrz ). Permission to the folder can only be given to
members of the lrz network.

In the electronical appendix of the thesis a folder exists where all images are stored.
These images are already resized and hist equalization is applied. These can be used.
But for more flexibility in the preprocessing steps original data has to be used.

Results

All results are stored in the results folder of the electronical appendix. In the thesis
not all results are used, but in the appendix all results are stored. So it is possible to
even have a deeper look into the results. The analysis with the scripts in ‘Python/-
AnalysisThesis/Analysis_results_week.R’ are usable if the folder structure stays the
same.

Preprocessing of Data

All scripts for preprocessing and training the neural networks are stored in the
Python folder. If the folder structure stays the same, these are usable as they are
right now.

The code to train a neural network is written in python. The framework pytorch is
used. The pytorch framework uses the functions called ImageFolder and Dataloader
for loading data into the framework. This function uses the name of the subfolders
as labels for the data. So the images have to be distributed to the five folders with
the names of the classes.

Steps to get this done:

1. Set up folder called Data with subfolder called train where all images are stored.

2. In the folder Data needs to be the csv file with the labels for each image called
‘trainLabels.csv’

3. Run ‘readingData.py’. First the images are resized to the dimension (512,
512). Then the images are distributed by label. Path and size can be adapted.
Images are stored into ‘Data/IMG_resized’.

Optional:
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• For better results hist equalization is used. For this run file ‘histEqualiza-
tion.py’. Either a classical hist equalization can be done or a contrast limited
adaptive hist equalization can be used. Change parameter and function in line
58.

Train neural network

All other data preprocessing, training and testing steps of training a neural network
are automized. The file ‘main.py’ combines all settings. Steps to train a network:

1. In the folder ‘Python/Settings’ are some example settings files. Open ‘set-
tings.csv’ with Excel.

2. Change to preferred settings. Some constraints and hints on that:

• First Row so naming of columns need to be Loop with ascending numbers
starting from 0: ‘Loop0’, ‘Loop1’, . . .

• oversampling can only be used with balancing. Either way, here should
be considered that for really unbalanced sets images in smaller classes are
multiple times duplicated. Better use ‘use_augm’. Here Data Augmenta-
tion is used and classes are automatically balanced

• n_augm >= n_train with use_augm = True

• batch_size < n_augm for use_augm = True or batch_size < n_train

• ‘parallel’ can only be used when multiple gpus are available

• ‘fp16’ is suggested to be only used when parallel is used.

• loss can be either CrossEntropy or MSE. There is a possibility to use a
weighted kappa loss ‘wkappa’, but this is not stable, neither checked or
recommended.

• exponent is only used when cost_term = True or for loss = wkappa.

• online_augm and use_augm cannot be True at the same time.

• On cpu batch_size should not be higher than 256, use smaller batch and
train sizes. This is because of memory limitations.

• For training sizes smaller than 10000 images bootstrapping and cross val-
idation is going to be used.

3. Change line 61 of ‘main.py’ file to the correct name of the settings file.
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4. Run ‘main.py’ out of the folder consisting Python and Data folders. Use
‘python Python/main.py’.

A lot of other parameters can be changed but will only be changed in the python
files. For that see the different defined functions.

Always consider what impact a change will result in, because one can have major
influence on run time and memory consumption.

Possible Errors

Here some possible errors are presented that are occuring sometimes:

• batch size and number training images does not fit always. A mini-batch cannot
have only one image. This is sometimes occuring especially with smaller batch
sizes. No automatic solution is included. Manual changes have to be made.

Scripts

Further details of the functions are in the function description in the files. Included
are details about the parameters.

Here only the rough algorithm structure of the scirpts or functions is presented

1. main.py

In this file the settings are loaded and based on these all other steps are initiated.
Main differentiation are the split of the data into training, validation and test set.
Particularly how many images are selected for training the networks. Also it is
differentiated if cross validation is used or not.

Listing 1: main.py

Read settings file
loops = set nr of loops
for i in range(loops):

if nr training data <= 1000:
straps = set bootstrapp iterations
for bs_iter in range( straps ):

split data into training , valdiation & test set
using split_data ()

run cv_function
run clean_data ()
save results of single bootstrap iteration into

lists
calculate cv results & save everything
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else:
split data into training , validation & test set using

split_data ()
run transfer_learning ()
run clean_data ()
save results

2. split_data() in distributeData.py or distributeData_2.py

This function distributes the data into training, validation and test sets. Two versions
are available:

i. First distributes the data as uniformly as possible per class:

Listing 2: split_data() (Version 1)

Check & print if there are images missing in any class
Initialize group size DF with available images per class & data

set
labels = classes
if n_train_all == ’all ’:

for lab in labels :
set nr images per class & data set
Write into group size DF

else:
for lab in labels :

set nr images per class & data_set
if n_val_group == 0:

add 1
if not n_train_all == ’all ’:

while sum of trainig and validation images < n_train_all :
fill images from other classes where nr of images <

n_train_group
for lab in labels :

read image names
sample image names
write selected nr of images into train , val & test set

ii. Second distributes the data with the original distribution per class:

Listing 3: split_data() (Version2)

Check & print if there are images missing in any class
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Initialize group size DF with available images per class & data
set

labels = classes
Calculate ratio per class
for lab in labels :

calculate nr of images for training , validation & test
set per class based on ratios

Handle expections if nr of training or validation data is
0

for lab in labels :
read image names
sample image names
write selected nr of images into train , val & test set

3. cv_function() in cross_validation_function.py

Cross validation splits the data into six equal sized parts and uses successively one
of the as validation set and the rest as training data. So after the initial split into
training, validation and test set, in this function the data of training and validation
set is first merged again. This data is randomly splitted into the six different parts.
A loop over these parts is used and the neural network is trained six times using the
different combinations. The best performing network is used as the ouptut.

Listing 4: cv_function()

for lab in classes :
merge training & validation set

select cross validation algorithm
for train_index , val_index in cv_split_algo :

# Algorithm sets training and validation index
automatically

distribute iamges to training & validation folders
run transfer_learning ()
if not last cv iteration :

distribute data back to merged folder
if kappa of last run > best kappa:

store new results
return cross validation results

4. transfer_learning() in transfer_learning.py

This function includes data processing, transfer learning, training and testing the
model. So this function assembles all main parts of training a neural network.
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Listing 5: transfer_learning()

set image_size based on selected architecture
run data_preprocessing ()
load pretrained_model
freeze selected nr of layers
Replace classification layer
Calculate weights for weighted loss function
Set loss function
set optimizer
run train_model ()
run test_model ()
Write stats & results into stats file
return results

5. data_preprocessing() in dataPreprocessing_new.py

This function loads and processes the data. Offline and online augmentation is
done here. Balancing can be done here. Output is dataloader that include finished
preprocessed training, validation and test data.

Listing 6: data_preprocessing()

if normalize images :
calculate mean & sd per pixel per & channel
add to transform function

if online augmentation :
add augmentation functions to transform function

read images of selected folder & apply transform function
if balancing :

run balance_train ()
if offline augmentation :

run data_augmentation ()
for set type:

run Dataloader () from torch library
return dataloaders & dataset_sizes

6. balance_train() in dataPreprocessing_new.py

The dataset can be balanced. In this case in every class should be the same amount
of data points. If a class has to many points this will be renamed to the original
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data folder. If a class does not have enough data, data augmentation is used to fill
the void.

Listing 7: balance_train()

n_train_group = set nr training images per class
if balancing and not oversampling :

calculate available data
for lab in labels :

if not offline augmentation and avail data <
n_train_group and not oversampling :
calculate diff between n_train_group & avail_data
run data_augmentation () as balancing

if avail_data > n_train_group :
store dispensable images in unused folder

if balancing and oversampling :
for lab in labels :

copy random selected images to balance training set

7. data_augmentation() in dataAugmentation.py

Data Augmentation uses predefined techniques to augment the file and save this new
image on the disk.

Listing 8: data_augmentation()

Calculate nr of augmented images depending on total images & that
not more than 10 x of the original images should be augmented

for i in classes :
set nr augmented images for class i
set up Augmentor Pipeline
Activate augmentation techniques depending on input

settings
Create augmented images
Rename images into correct folder

8. train_model() in trainModel.py

Training a neural network includes two phases: Training and validation. In the
training phase the outputs of the images in a mini-batch are calculated. Then the
loss is calculated and backward propagation is used to adapt the weights. Also the
learning rate is adapted using a step size learner. In the validation part the outputs
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are calculated and then coefficients are calculated. The early stopping theorem is
applied based on the validation data results.

Listing 9: train_model()

Initiate best coefficient values
for epoch in range( num_epochs ):

for phase in (’train ’, ’val ’):
if phase == ’train ’:

Adapt learning rate with step learner
else:

model to evaluation mode
for input , labels in dataloader :

zero parameter gradients
calculate model outputs
if loss == ’MSE ’:

calculate differences between output &
classes

calculate top -2 predictions
Calculate loss per class
if cost_term :

Add cost term to output per class
Average loss
Store predictions
if phase == ’train ’:

backward propagation
optimization step

Calculate epoch loss & coefficients
if phase == ’val ’:

if epoch_kappa > best_kappa :
copy weights
set bad_runs to 0

else:
add 1 to bad_runs

if bad_runs == max_bad_runs :
early stopping

store stats & model with best weights
return models & stats

9. test_model() in trainModel.py

The outputs of the test data images is calculated and the coefficients are calculated.
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Listing 10: test_model()

set model to evaluation mode
for inputs , labels in test_data :

calculate outputs
calculate top -2 predictions
calculate loss per class
avearge loss

calculate loss & coefficients
write stats
combine labels & predictions in file
Write Confusion Matrix & sensitivities
return stats & other results

10. clean_data() in transfer_learning.py

The images are renamed back into their initial lab folders.

Listing 11: clean_data()

for lab in classes :
list all training files
remove augmented images

for set in (’train ’, ’val ’, ’test ’):
for lab in classes :

rename unused images back to actual folders

Comments

• To change which version of the split_data function is used, the source of the
function in line 22 in ‘main.py’ has to be changed. Possible sources are:

i. distributeData

ii. distributeData_2

• Generally run all scripts out of the base folder meaning the folder including
the Data and Python folder.

• There exists a script to transform the data into a binary classificiation problem.
This script is called ‘2classes.py’. After running the script, the code should work
the same.
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